Abstract

Event-driven process chains (EPC) are used by many companies for modelling, analysing and redesigning business processes. The resulting EPC models are used as a starting point for the development of information systems and for the definition of workflows. They can be applied for simulation and activity based costing. A major area of application is the implementation of standard software packages, because many vendors have documented their software's processes with EPCs. Since the unified modeling language (UML) as the new standard for modelling object-oriented systems does not yet cover all aspects required for the above mentioned application areas, an integrated approach is required for describing the dependencies between event-driven process chains and UML diagrams. In this paper, such an integrated approach is presented. It focuses mainly on the connection between EPC, class diagrams, and statechart diagrams, but the relationships between EPC, use case diagrams, and activity diagrams are also discussed.
1 Introduction

The successful development and implementation of business information systems requires an integrated approach which includes the seamless design of both the business processes and the information systems supporting the business processes. Therefore, several frameworks and modelling methods have been developed for an integrated modelling of the entire enterprise with respect to both organisational and information systems aspects (cf. Olle et al. 1988, ESPRIT 1989, Martin 1989, Österle 1995, Scheer 1998a). Due to the architecture of most existing business information systems, these approaches were usually based on traditional software development paradigms rather than on object-orientation. Object-oriented modelling methods, on the other hand, used to cover only aspects which are close to implementation, but not the business processes. Currently, however, these two worlds are moving closer together. There are several reasons for this:

- Object-oriented implementation languages, such as C++ or Java, play an increasingly important role for the development of business information systems. In order to give an overall description of a company’s business processes and its object-oriented information systems it is therefore necessary to integrate business process modelling languages with object-oriented languages.

- Object-orientation becomes more and more popular not only as a software paradigm, but also as a way of mentally structuring complex systems. Thus, object-oriented approaches can also be used on the business level for identifying the objects to be dealt with in a business process (such as customer, product, order) and the objects’ relationships (cf. Jacobson et al. 1994, Taylor 1995).

- With the development of business objects as software components which can be assembled to an information systems according to the user’s specific requirements, it is necessary to provide means for defining how a business process is supported by the cooperation of different business objects (cf. Spurr et al. 1994).

![Fig. 1: Diagrams of the Unified Modeling Language (UML) and their connections](image-url)
The Unified Modelling Language (UML) as the new standard for object-oriented modelling combines the most important existing object-oriented approaches. Fig. 1 shows the types of diagrams provided by the UML and their main connections. For a description of the UML, see Rational 1997b, 1997c, Fowler/Scott 1997.

The developers of the Unified Modeling Language (UML) have recognised the need for modelling methods which cover the end-users’ views and which allow for modelling processes. Therefore diagrams like the use case diagram and the activity diagram have found their way into the UML (cf. Rational 1997b and 1997c), as well as some specific stereotypes for business modelling (cf. Rational 1997a). However, not all concepts which are relevant for modelling, analysing and designing business processes are covered by the current version 1.1 of UML (cf. Amber 1997). It is thus necessary to combine the UML with powerful state-of-the-art business process modelling languages (cf. Scheer et al. 1997, Nüttgens et al. 1998, Ovum 1997 and 1998).

Such a business process modelling language is the event-driven process chain (EPC). The EPC provides comprehensive means for modelling different aspects of a business process. It is mainly used for:

- business process re-engineering (BPR)
- definition and control of workflows
- configuration of standard software
- software development
- simulation
- activity based costing (ABC)
- quality-related documentation of processes according to the requirements of ISO 9000

There are several thousand companies worldwide who have modelled their business processes with EPCs. Several providers of standard software packages (among them SAP) have used the EPC for documenting the business processes which can be supported by their software. The end user companies can adapt these software models to their specific requirements in order to customize the system.

This paper describes an approach for integrating the EPC with the UML. With this approach it is possible to model all relevant aspects of a company’s business processes and its object-oriented information systems without the need for switching between different modelling paradigms or for translating between different modelling languages.

In the second paragraph, the notation of EPCs and their application to business process modelling are described. An overview over existing approaches for integrating the EPC with object-oriented methods is also given. Paragraph three discusses the usability of different kinds of UML diagrams for business process modelling, and it identifies useful modelling concepts which are not yet covered by the UML. The integration of EPCs with class diagrams and statechart diagrams is presented in paragraphs four and five. Paragraph six discusses the relationships between EPCs and other UML diagrams, namely use case diagrams, activity diagrams, sequence and collaboration diagrams.

Fig. 2: Event-driven process chain (EPC)
2 Modelling Business Processes with Event-Driven Process Chains

The main elements of an event-driven process chain (EPCs) are functions and events. Functions are triggered by events, and functions produce events. The control flow of a business process is therefore described by a sequence of alternating events and functions (cf. Keller et al. 1992, Scheer 1998b). Alternative or parallel paths can be modelled with logical operators, such as AND, OR, XOR, or more complex expressions. These operators can be used for splitting and joining the control flow. An example of an EPC is shown in Fig. 2.

2.1 EPCs in an Architectural Framework

Although the control flow is the most important aspect for describing a business process, there are many other kinds of information which can be relevant, depending on the modelling purpose (e.g. BPR or workflow definition). Such kinds of information include the people and organisational units responsible for carrying out a certain function, the (material or immaterial) output-product, as well as the data flow. In the centre of Fig. 3, the EPC from Fig. 2 has been extended with data, products, and organisational elements (therefore sometimes called extended event-driven process chains - eEPC). For each function it is shown which organisational role carries out this function. These roles are defined in an organisational chart of the company which is shown in the upper part of Fig. 3.

The data flow is shown with in- and output connections between the EPC’s functions and entity types and relationships from a data model. This data model is shown as an entity-relationship model (ERM) on the left. Instead
of using entity types, it is also possible to define the data flow on a more detailed level between functions and attributes or - on a more aggregated level - between functions and data clusters. The EPC functions can also be included in a hierarchical function tree, as it is shown on the right of Fig. 3.

The objective of a business process is the creation of a product. A product can be a material item, like a machine, or an immaterial product like a service. Besides the output aspect, products are also relevant as inputs for business processes. The mutual relationships between products can be depicted in hierarchical and non-hierarchical diagrams like in gozintographs which are used for the graphical representation of bills of materials in the manufacturing sector. The structure of products is shown in the bottom part of Fig. 3.

The different types of diagrams are all mutually related. They provide different views on the overall system: the organisational view, the functions view, the product view, the data view, and - integrating the other views - the control view. This structure of integrated views is part of the "Architecture of Integrated Information Systems" (ARIS, cf. Scheer 1998a).

EPCs can be hierarchically structured across any number of levels by assigning more detailed EPCs to every function within an EPC. Such a detailed EPC denotes the process which is carried out when the respective function is triggered. Functions for which it is not feasible to define an even more detailed process, are called "elementary functions".

Events can also be described with so-called event-diagrams, in which a complex event (such as "order checked") is decomposed into detailed events (such as "customer data checked" and "product data checked"). An event can be connected to data view elements, such as attributes, so that it is possible to model the fact that an event occurs when both the preceding function is finished and a specific attribute has a certain value. An event can also be directly related to a product, if the event just describes the occurrence of a function’s output.

In addition to functions, events, data objects, products, and organisational elements, a wide range of information can be included into an EPC in order to describe specific aspects more clearly. Such types of information include:

- The use of different kinds of information carriers and communication media, such as paper documents, floppy disks, telephone etc.
- Information systems used for supporting functions
- Human know-how and qualifications
- In- and output material of a function (e.g. in the production)
- Required equipment or machinery (resources)

In many cases, there can be different types of connections between two kinds of elements. Between an organisational unit and a function, for example, there can be several connection types, such as:

- Organisational unit carries out function
- Organisational unit is responsible for function
- Organisational unit provides support for function
- Organisational unit must be informed about function
- Organisational unit must approve of function

These different kinds of connections can be used for modelling in detail how different organisational units work together in order to perform the functions of a process.

Only a part of the information about a business process is shown in the EPC diagram, because each element and each connector possesses various characteristics which are expressed through attributes. There are general attributes which are common to all types of elements, such as the identifier or the description, but most of the at-
tributes are type-specific, e.g. for a function there are attributes concerning the time (such as the minimum, the maximum and the average times for processing, waiting, and transfer) and costs. Connectors can also have attributes, such as probabilities for control flow connectors.

Not all of the rich semantics can and should be used within a single project. The types of elements, connectors and attributes to be used depend on the modelling purpose. In an EPC which should be simulated it is necessary to define probabilities and resource capacities, while for a workflow EPC it is important to assign people and roles to the functions. In most projects in which EPCs are used, the appropriate set of modelling constructs is defined in modelling guidelines.

2.2 Object-Oriented Business Process Modelling Approaches

Since object-orientation becomes more and more popular to non-software experts, there are several approaches which combine object-orientation with a business oriented view (e.g. Ferstl/Sinz 1996). There are two approaches specifically dealing with the EPC and object-orientation.

The first approach utilises the object-oriented paradigm to achieve a more powerful description of business processes (Bungert/Heß 1995). This is done by employing the

- object-oriented class concept and data encapsulation,
- message concept, and
- object hierarchies and inheritance,

to extend the metamodel of the EPC. The class concept and data encapsulation are realised by complementing the data items (entities or data clusters) with functions from the EPC in separate class diagrams. EPCs’ events are also incorporated in the class diagrams as function outputs and as functions’ pre-conditions. The message concept is introduced by considering how functions are connected with each other via events. Identical events within different object classes indicate message based object interaction, e.g. if the event \( E_1 \) is produced by function \( F_1 \) within the class diagram of class \( C_1 \) and event \( E_1 \) triggers function \( F_2 \) within the class diagram of class \( C_2 \), this leads to the conclusion that there is a message based interaction between \( C_1 \) and \( C_2 \) respectively between \( F_1 \) and \( F_2 \). For object hierarchies and inheritance, the generalisation and specialisation constructs of the entity-relationship-model are used. Several steps are recommended to apply the approach:

1. define the object classes that are relevant for the business processes
2. assign the processes’ functions to the object classes
3. refine the class structure based on the functions that could not be assigned in the preceding step
4. define start events for each function
5. define for each event the functions it is produced by
6. use the functions and events to derive EPCs
7. if the level of detail is not sufficient, iterate from the second step

The second approach modifies the EPC diagram itself (Scheer et al. 1997). The purpose is to show both the event-driven process chain and the corresponding interaction of business objects in the same diagram. As usual, business object classes own instance attributes and methods (respectively functions). For modelling the business processes, the object interaction via message exchanges is denoted as event-driven control-flow. Two different types of messages for control flow are distinguished:

- Event-based messages describe the information about state transitions. They are explicitly modelled by events. Hence object classes are connected via events in order to describe a business process.
- Service-control messages are used to define client-server-relationships among classes. The sender (client) triggers the recipient (server) to deliver a service. Usually there is no event modelled between a client object and a server object since the server object is regarded to be involved only transitively in a business process. However, the explicit modelling of events for this type of relationships is possible.
The diagram for the object-oriented business process, called object-oriented event-driven process chain (oEPC), does not look very different from the common EPC, but functions are replaced with object classes which include the business functions. It is also possible to assign object methods to the object classes within the oEPC to indicate what functions have to be carried out by the object at that particular business process step. Additional to that, further aspects can be included like in the extended EPC, e.g. organisational responsibility.

While the first approach does not change the EPC, but it introduces own class diagrams with EPC elements, and the second approach introduces a further development of EPC, the approach presented in the following paragraphs aims to address the following integration issues:

- It is focused on the relationship between existing EPC elements and UML elements rather than on the definition of a further method.
- No strong formal constraints should restrict the user in the requirements definition phase. The integration should leave the same openness to the usability as the common EPC.
- The existing structures of EPCs should be preserved so that a mainly process oriented employment of the EPC is still supported. This will also guarantee a smooth transition between the process orientation of the EPC and object-orientation.
- The integration with the EPC should be achieved without modifying the standard UML definitions.

3 Usability of UML Diagrams for Modelling Business Processes

When discussing the relationship between business process modelling and object-oriented modelling it is necessary to clarify the purpose of the modelling activity in respect to the scope of the universe of discourse.

Fig. 4 illustrates the range of a business process compared to the scope of an object system.

- The smallest granularity of a process description is object internal, as shown on the left side of Fig. 4. Such processes might be handled completely by one object operation or by several operations of one specific object. To model this aspect of process descriptions, UML employs state machine techniques by providing statechart diagrams and activity diagrams. Since these diagrams describe the behaviour of the system, they cover at least some aspects of a process description.

- The next step of granularity ranges beyond a single object, but stays inside the object system that implements the application software. Therefore this granularity is called object system wide. From the perspective of business process modelling all process functions are implemented through software code respectively through object operations. In UML, interaction diagrams show patterns of interaction among objects. There are two forms of interaction diagrams, the sequence diagrams and the collaboration diagrams. While sequence diagrams emphasise the interaction in time sequence, collaboration diagrams focus on the object roles of the relationships. Both are suitable to cover some aspects of object system wide business processes.

- The largest granularity occurs when business processes range beyond the scope of an object system. An example is depicted on the right side of Fig. 4. Some parts of these business processes may be carried out by other object systems, but most of these activities are done manually without any or with only little system support. In UML, use case diagrams could be used to model aspects which are beyond the object systems, since use cases describe relationships with external interactors, and they are also used to depict a complete enterprise (cf. Jacobson et al. 1993).
Fig. 4: Granularity of process description compared to scope of object system

This classification according to granularity gives an indication for applying UML behavioural diagrams for modeling business processes. However, some more investigations have to be done to analyse whether UML diagrams are sufficient to cover all aspects of business processes as established methods do.

Use cases diagrams cover some organisational aspects, especially the interaction with organisational units external to the object system. However, use case diagrams do not offer mechanisms for depicting the process flow, they particularly do not provide means for defining the sequence of activities and conditions for the activation of process activities. The internal flow of use cases has to be described in textual form.

Sequence diagrams and collaboration diagrams offer some aspects of business process flow, but they focus on the interaction between objects and not on the depiction of an overall control flow. Furthermore, these diagrams are very close to implementation. They are useful for the modelling of technical details. While it is possible for end users to get familiar with more straightforward business modelling methods, the detailed description of message exchange in sequence diagrams and collaboration diagrams is not suitable for non-software experts. Finally, the diagrams do not offer a real support for organisational purposes.

Statechart diagrams are usually assigned to one object. This scope is too narrow for most business processes unless it can be assured during design that single object classes match exactly the respective business processes. For business processes with a higher granularity it is not feasible to define all conceivable states (in the sense of state machines), a business organisation can take on. Besides that, no organisational aspects can be modelled.

At the first glance, activity diagrams seem to be very close to business modelling methods like the EPC, since they offer components like activities, relationships for control flow, logical connectors for control flow variations. The elements can be grouped in swimlanes in order to assign organisational units. Compared with EPCs, there are some problems connected with the use of activity diagrams for business process modelling:

- Not all logical operators for splitting and joining the control flow can be modelled in a straightforward way. There are components for AND and XOR, but no equivalent for the inclusive OR connection.
• The organisational responsibility for activities can be expressed by placing the activities in swimlanes. However, swimlanes are not sufficient for modelling advanced and precise organisational relationships as mentioned before. They are important e.g. for the definition of workflows when support through workflow management systems is intended and for ISO900x-related quality documentation.

• Although there is no inherent reason, UML does not consider activity diagrams for modelling object external flows.

• There is no support for modelling additional information like it is available in the EPC, e.g. information carriers or required materials and other resources.

• The definition of activity diagrams as state machines is problematic for applying activity diagrams according to the UML definition for business process modelling, since not all business functions in a company can be regarded as object internal action states.

Since UML behavioural diagrams do not cover all aspects required for business process modelling, the integration of business process modelling techniques is necessary. As suggested in Fig. 4, the EPC can be applied on all levels of granularity for business process modelling. Therefore, the relation of the EPC and UML diagrams should be explored, since the UML - if enriched with the EPC - could provide useful support for integrated modelling of business processes and object-oriented information systems.

4 Connecting Class Diagrams with EPCs

The most important connection of the EPC is the one to the class diagram, since class diagrams are the central part of the UML and the foundation for the actual implementation. By connecting EPCs and class diagrams it is possible to define which kinds of objects are required, created or changed by a function, and what operations and attributes are needed. Thus it is possible to identify relevant classes based on an EPC. If there is already an existing class diagram (e.g. of the business objects provided by a software package), the EPC can be used to define

![High-level EPC with packages (left) and medium-level EPC with classes (right)](image_url)

**Fig. 5: High-level EPC with packages (left) and medium-level EPC with classes (right)**
how these existing classes are used for supporting a specific business process.

On a high level, in- and output-connections between functions and packages can be defined (cf. Fig. 5, left side). An input-connection, denoted by an arrow from a package to a function defines that the function requires information stored with objects of the package's classes. These objects are not changed by the function, if there is not also an output-connection from the function to the package.

According to the principles of object-orientation every interaction with an object is done via messages, and it is not possible to determine whether a certain message actually leads to a change of the object or not. Therefore, the distinction between input- and output-connections does not define a hard requirement for the implementation, but it expresses the intention of how the respective objects are primarily used by the function, i.e. if the function only needs to read information which is stored with a certain object, or if the purpose is to create or modify the object, or both.

On a more detailed level, functions are connected directly with classes rather than packages, in order to express that a function uses or modifies objects of a certain class. Fig. 5 shows an EPC on the right side which details the function "procurement" from the EPC on the left side. Accordingly, the classes used in the EPC on the right side are contained in the package "procurement" on the left side.

The functions from the EPC of the right side of Fig. 5 can be further detailed, as it is shown for the function "capture requirement" in Fig. 6. On this level, it can be useful to define the operations and attributes to be used. If an operation is connected with a function, this means that the operation is called during the execution of the function. It is also possible to define in- and output-connections between functions and attributes. In the actual implemented OO-system it is of course not possible to access attributes directly, but only via appropriate operations. However, for the development of business processes and the main class structures, it can be rather convenient just to link an attribute to a function, so that it is not necessary to model standard "get-" and "set-
"operations explicitly. During the business process design and the basic structuring of a business-related class diagram, modelling such details would rather distract from the essential contents of the model. These details should be added later on in a more implementation-oriented class diagram. Such an implementation-oriented class diagram is developed from the business-oriented diagram by adding technical classes and operations.

In a detailed EPC, functions are usually very close to single operations. If a function consists only of the call of one operation, it is not necessary any more to distinguish between the function and the operation, but the operation itself can be used as a function. In Fig. 6, the function "create requirement" does nothing more than calling the operation "create" from the class "requirement" (The operations used in the EPC are connected to classes in the class diagram). Instead of modelling a function connected with an operation it would therefore be possible to use directly the operation instead of the function, and connect it to the triggering and resulting events. In general, a business function of an EPC can be equivalent to an operation of a class. If S is a set, and S(function) is the set of functions, then:

\[ S(\text{function}) \cap S(\text{operation}) \supseteq \emptyset \]

However, the equivalence is not mandatory. There can also be functions with no equivalent operations:

\[ S(\text{function}) \setminus S(\text{operation}) \supseteq \emptyset \]

This occurs for business functions on a high aggregated level or functions beyond the scope of the object system (but it should be noted that the object system does not need to be limited to the scope of the information system).

There are also operations with no equivalent functions:

\[ S(\text{operation}) \setminus S(\text{function}) \supseteq \emptyset \]

This is especially true for operations which focus on a very detailed level or which cover technical and implementation items.

Ideally, each operation which is relevant from a business perspective should also occur as a function in an EPC. Thus, the gap between functions and operations on the requirement definitions level will be very small.

The packages, classes and operations used in the above EPCs are all defined in a class diagram, as it is shown in Fig. 7.
EPCs can also be used to depict the process within an operation. In many cases, an operation may comprise a sequence of activities which is a relevant process from a business process perspective. For example, a class "production order" may have an operation "release". When this operation is called, the completeness and consistency of the production order is checked, the availability of material and required equipment is tested, etc. Since this process is not only relevant for the software engineer, but also for the production manager, it should be documented as an EPC.

The hierarchy of refinement of the EPCs shown in Fig. 5 through Fig. 6 with its examples of object-EPC-relationships may correlate with the granularity of business processes of Fig. 4, but this is not mandatory.

5 Connecting Statechart Diagrams with EPCs

UML statechart diagrams can be used for modelling an object's life-cycle by defining its relevant states and possible state transitions. Such a statechart diagram is usually not drawn for every class, but only for those classes which require a detailed analysis of their states and transitions, e.g. in rather complicated cases.

The EPC of the right side of Fig. 5 contains in- and output-connections between functions and classes, in order to describe that a function uses or modifies objects of these classes. However, it may not be sufficient for the function to have any object of a specified class, but it may be also important that the object is in a certain state. For example, the function "order material" requires that the input-object of the class "requirement" has been checked before, i.e. it must be in the state "checked". The function "check material on stock" transfers a requirement from the status "captured" into the desired status "checked".

The information about objects' states can also be modelled in an EPC by drawing in- and output-connections between functions and object states rather than between functions and classes. The relationship between an EPC and a statechart diagram is shown in Fig. 8. The right side contains the statechart diagram of the class "requirement". On the left side, the use of the object in its different state is shown. The rectangular object states in the EPC refer to the states in the statechart diagram. Each EPC function which transfers the object from one state to

---

**Fig. 8: Use of states in an EPC**
another carries out one of the transitions defined in the statechart diagram. EPC and statechart diagram must be consistent, i.e. a function cannot transfer an object from one state into another, if this is not possible according to the transitions defined in the statechart diagram.

It should be noted that there is some redundancy between the use of states and events in an EPC. In many cases, an event denotes that an object has changed to a new state. For example in Fig. 8 the event "requirement captured" is redundant to the output-object "requirement" in its state "captured". In such cases it is sufficient to use only one of both constructs. In other cases, events and states are different, such as the requirement's state "checked" with the two related events "material on stock" and "material not on stock".

Object states in an EPC can be used to define products. In general:

\[ S(\text{product}) \cap S(\text{state}) \supseteq \emptyset \]

This holds especially true for non-material products, where the output product of a function is an object in a certain state. Therefore, there is no benefit of using both products and states in an EPC simultaneously. Rather it is recommended to regard the product and the state (respectively the object in a certain state) as identical, e.g. the object state "requirement [captured]" of Fig. 8 is indeed the same as the product "captured requirement" of Fig. 3.

6 Relationships between EPCs and other UML Diagrams

Each of the UML diagram types discussed in paragraph 3 (use case diagram, sequence/collaboration diagram, activity diagram) contains some aspects which are also relevant for business process modelling, i.e. there is some overlap between these diagram types and the EPC. However, since each diagram type has a certain focus, it can be useful to work with several or all of these diagrams in order to make clear different aspects of the business processes and the underlying information system. Therefore it is necessary to define how the EPC relates to each of these diagrams.

There can be two kinds of relationships between the EPC and the process-related UML diagrams:

1. The first kind of relationship is relevant if both diagrams are used together, each for describing a different aspect. Such a relationship can include the use of references to the same kinds of elements (e.g. the same operation may be referred to in two diagrams of a different type), and the detailed description of a model element by a diagram of another type. These kinds of relationships exist also between different UML diagrams.

2. The second kind of relationship is the definition of translation rules from one notation to the other. This can be useful for converting process descriptions familiar to business process experts to models which are familiar to software developers. In many cases it also necessary to make such a translation in order to transfer a model from a business process modelling tool to a CASE tool, or vice versa.

6.1 Use Case Diagrams and EPCs

Between use case diagrams and EPCs, the first kind of relationship is the most relevant. Although it would be possible to convert EPC functions, roles and their relationships to use cases, actors and communicates-relationships, a lot of the EPC semantics would get lost, since use case diagrams do not contain any control flow.

Use cases usually do not represent business-related functions, but interactions with a software system. For carrying out an EPC function, such as writing a letter, there may be several use cases, e.g. editing, formatting and printing text. Therefore, it is possible to detail an EPC function with a use case diagram (cf. Fig. 9, left).
On the other hand, it is also possible to define rather comprehensive use cases, such as "customer order processing". The underlying sequence of activities, i.e. the actual business process, is often only described verbally (cf. Jacobson et al. 1993 and 1994). For these cases it is useful to assign an EPC to a use case in order to provide a model of the underlying process rather than just a verbal description (cf. Fig. 9, right).

In both cases - detailing a use case with an EPC and detailing a function with a use case diagram - it is possible to use the same roles (respectively actors) in both diagrams. These roles can be defined in the organisational chart.

### 6.2 Sequence/Collaboration Diagrams and EPCs

Sequence and collaboration diagrams are much closer to implementation than EPCs. While EPCs may contain rather loosely defined business functions, and they include only those object types and functions that are relevant from a business perspective, sequence and collaboration diagrams describe the detailed message exchange in a much more formalised way. It is usually not possible to directly translate EPCs into sequence/collaboration diagrams although there is some redundant information in both diagrams.

![Fig. 10: Translating between EPCs (left) and activity diagrams (right)](image-url)
It is therefore the responsibility of the modeller to ensure that the message exchanges depicted in a sequence or collaboration diagram are consistent with the business processes to be supported. EPCs and sequence/collaboration diagrams are mainly connected via the use of the same elements, i.e. object types and operations.

### 6.3 Activity Diagrams and EPCs

Since activity diagrams and EPCs look rather similar it is usually not advisable to use both diagram types together to cover the same part of the universe of discourse (although this would be possible, and diagrams of both types could contain references to the same elements). However, it is possible to translate activity diagrams into EPCs and vice versa (cf. Fig. 10). Of course, some types of information in an EPC (such as material flow or information carriers) get lost in such a translation, since activity diagrams do not allow for modelling these features.

### 7 Procedural Models for Applying the Integration

The advantage of the integration of UML and EPC is that there is a well-defined transition between a process oriented analysis step and object-oriented design and implementation steps. Furthermore, the process oriented view can also be used in the design step. Fig. 11 illustrates two procedural models for applying the proposed integration.

- The procedural model for business process modelling projects is depicted on the left. In a first step, value-added chains with the core functionality to meet the business objectives are defined. Based on the value-added chains, first processes can be developed by applying the EPC method. The high-level EPCs are usually developed in a top-down approach, but a mixture with a bottom-up approach can also be suitable. As mentioned before, class diagrams have the most important connections to the EPCs. Therefore, detailed EPCs and class diagrams are developed together in an iterative process based on the input from the high-level EPC. Statechart diagrams may also be developed if it is desirable to express explicitly the states objects can be in. It

![Fig. 11: Procedural model for applying integrated EPC-UML-modelling](image-url)
should be stressed that the class diagrams should focus on a business oriented view to the universe of discourse, not on technical or implementation aspects, i.e. these class diagram contain business objects respective business classes rather than technical objects or classes. Therefore the suffix ‘requirement analysis’ has been added.

- Owing to the integration of process orientation and object-oriented, the first steps in software development projects can be the same as in business process modelling projects, i.e. the step of requirements definition uses the same types of diagrams. The design phase can build on this information. More detailed class diagrams with a technical view can be derived from the requirement analysis class diagrams. The classes of the technical class diagrams may be more or less the same as in the requirement analysis class diagrams with just more detailed operations and attributes, but due to the different objectives of the requirement analysis step and the design step, the class definitions can also differ extensively. As proposed by the UML recommendations, statechart diagrams, collaboration diagrams, and sequence diagrams can be used to emphasise essential subjects which have to be detailed. The information of EPCs can be used as input for that. Activity diagrams are not mentioned in the proposed procedural model since the information content of activity diagrams is already covered by the EPC method. But information can be converted between the two kinds of diagrams as shown before if desired. For implementation purposes, like defining dependencies between software components and the configuration of run-time processing elements, component diagrams and deployment diagrams are used.

The purpose of these procedural models is to explain the relationships between the diagrams and their roles in a project. They do not propose a straightforward sequence of requirements analysis step, design step, and implementation step as in a waterfall approach. Approaches with feedback mechanisms like prototyping and iterative loops do also fit to the procedural models.
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